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Abstract

Online discussion communities are becoming increasingly popular among web users, where an extensive amount of discussion and commenting takes place. However, it is difficult to search these conversations as search engines are not optimized for the conversation-structure of online communities. In this paper, we propose a method of ranking search results based on the conversation-structure and using it to optimize a domain-specific search engine. To solve this problem, we design several extensions to a general-purpose search engine, focusing on maintaining the conversation-structure throughout the extraction, calculation, and ranking of search results. Results from our experiments show that users can find optimized search results quicker as it is ranked higher than keyword-based results.

1 Introduction

In recent years, we have seen the internet progressing as a community for people that share common interest. From social networks to online newspapers, discussions between users who share knowledge, ideas, and suggestions have become very common.

For example, TuDiabetes, an online community of people affected by Diabetes has over 30,000 registered members. In their active web forums, extensive amounts of discussion and commenting take place, which helps members support, learn, and share the steps of healthy living with each other. Typically, these conversations carry on over a certain period and the structure that various posts create after several replies to the main discussion or other posts forms a threaded structure.

Threaded conversation is a hierarchical arrangement of discussion and comments. Commonly used in an online discussion forum, threaded conversations maintain a structure that is very useful for determining the importance of an individual post. Here are some basic concepts of a threaded conversation structure:

Groups: On the highest level, groups are the sections of the community that mainly includes discussions on similar topics. Users of TuDiabetes can join a group as a member. Groups in TuDiabetes allows members to post quick messages in an informal area called wall.

Discussions: Within a group, a user can start discussions, where they can post an article, question, or start a dialogue related to the main topic of the group.

Post: Posts are the lowest level of entry, where users continue the conversation of the discussion by replying directly to the original discussion or another post in the discussion.

Threaded conversations are hard to recreate when users search for a specific query. Since exact words that match the query are not always mentioned in each post on a thread, many relevant parts of discussions are not returned to the users. In addition, general-purpose search engines (SE) do not maintain the thread structure in their results, as it falls just out of scope for the task of a general-purpose SE. In most cases, it does know anything special about the page or its structure. These results in losing data that thread structures retain which, if used could benefit users in choosing the correct result.

General-purpose SE poorly maintain the integrity of the conversation structure. In case of TuDiabetes, its default SE provided by the Ning platform is not optimized for threaded conversations, which makes it difficult to keep track of and access specific contents.

For example, the current SE displays all search results (including images and videos) in a single location without filtering ability. Results that are text based do not specify if it is a group, discussion, or an individual post. This results in a non-intuitive display of results that affects the overall user experience. Use of platform-specific SE is common because
web-forum/discussion platform such as Ning comes with a built-in search tool. Additionally, building a custom SE can be labor-intensive and its accuracy varies depending on the maintenance and the amount of indexed data. [6].

This problem leads many users away from the platform-specific SE such as Ning to other general-purpose SE such as Google or Bing, which are still inefficient, as they do not produce precise results while searching on a specific domain. In contrast, domain-specific SEs can leverage characteristics of the domain to provide a more satisfying user experience [6]. This paper purposes a domain-specific SE for an online community that can be optimized to present results to intuitively reflect the thread structure of a discussion forum.

Developing a domain-specific SE requires precise crawling of documents on the domain. A web crawler is a script that traverses through the web, adding it to the indexing database of the search engine. While a general-purpose SE indexes each web page as a single document, in discussion communities this method does not work as every page is dynamically created. The domain-specific web crawler indexes each individual post, discussion and thread with its own permalink, allowing us to keep track of individual posts and it’s URL.

Thread structures are the relation between the individual posts in a conversation. Each post can have a parent that is another post or a discussion, while each discussion has a parent group. This hierarchal structure of conversation allows us to rank results of a query even when the query terms are missing from the post or a discussion. For example, in the discussion topic “Pumps to Shot” a user replies, “Is it ok to do in your arm?” The reply does not have any of the query terms in its content, due to which a query-based SE would have ignored this post. However, if there are several replies with the keyword to the user’s comment, it becomes relevant.

User Interface plays a huge role on how a user selects a specific link on a set of results. Development of a domain-specific SE allows us to reflect the thread structure while displaying query results. A user searching for a discussion might find a reply to the discussion more important, which can be displayed directly in the SE interface allowing the user to discover relevant results quicker and with fewer mouse-clicks [2].

This paper presents a thread-structure extension to the way a domain specific SE produces search results, which will improve the users experience while searching for a topic on a discussion forum. In Section 2, we review various research related to this topic. We then in Section 3, introduce the method and implementation of SE optimization for threaded-conversation. In Section 4, we evaluate our system using real world data and demonstrate its effectiveness. Finally, we analyze the results and conclude in Sections 5 and 6.

2 Related Works

Domain-specific SEs have been widely studied and implemented over the years. General-purpose SEs have options that allows users to search within a specific domain such as Google Site Search or with query option “site: URL.” Most of them implement page-level indexing, which cannot be used to solve our problem [5] [4] [7] [6].

Object-level web indexing are methods that return individual results for a query terms that a page-level SE would ignore. Common implementation of object-level indexing is found on platform-specific SE of online community platforms such as Ning, used in TuDiabetes.org. Currently, implementation of object-level SE uses the platform database to retrieve the objects, which is not always available to SEs. In addition, object-level implementation of web results do not integrate the threaded-conversation structure or display results using threaded-structure. [7] [10] [2].

Along with object-level indexing, various studies show that use of personalized search results also contribute towards optimization of a domain-specific search engine [9] [1].

Common analysis of structure of threaded-conversation is found in methods used to detect and track topics in discussion forums and news. Implementation of object-level SE with analysis of the conversation structure allows us to solve the problems an online-community user faces [10] [8].

3 Search Engine Optimization for Threaded Conversation

3.1 Overview

Methods used to optimize the Search Engine for threaded-conversation are discussed in this section. Figure 1 demonstrates the structure of our domain-specific Search Engine. The SE uses a web crawler that copies object-level web content and conversation structure to an indexing database. The data is indexed into an Apache Solr Search Engine (http://lucene.apache.org/solr), which returns query-based search results to a users query. In post-processing query-based results from SOLR are com-
pared to the conversation-structure and re-ranked based on topic relevance. Re-ranked results are populated with relevant posts from the conversation structure. These results are returned to the user in a threaded-conversation optimized user interface.

3.2 Preliminary User Study

The first phase of this study was to conduct open-ended interviews with users of TuDiabetes to help us understand their search and information needs. The study was conducted using video-conferencing, telephone and in-person interviews.

During the interview, we asked the subjects following questions while they used TuDiabetes.org on their personal computer:

1. How long have you been using the internet?
2. Have you used TuDiabetes.org or EsTuDiabetes.org?
3. In what ways have you found TuDiabetes helpful?
4. How often do you participate in each of the following activities on TuDiabetes?
   - Read a blog
   - Write your own blog
   - Read a forum
   - Reply to a post in forum
   - Start a new discussion in a forum
   - Follow activity in a group
   - Actively participate in a group
   - Events
   - View pictures or videos
   - Post pictures or videos
   - Search for information and content
5. Describe your experience while searching on TuDiabetes. What kinds of things do you look for? How do you find them? Why do you use that method?
6. Have you used the search box in TuDiabetes? How well did it help you?

7. What are some things you would like to be able to do in TuDiabetes search?

We interviewed four TuDiabetes users; their response for question (4) is described in table (1) using scale 1 = Never to 10 = Daily.

<table>
<thead>
<tr>
<th>Users/Activity</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Read a blog</td>
<td>10</td>
<td>5</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>Write your own blog</td>
<td>2</td>
<td>3</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Read a forum</td>
<td>10</td>
<td>10</td>
<td>5</td>
<td>8</td>
</tr>
<tr>
<td>Reply to a post in forum</td>
<td>10</td>
<td>10</td>
<td>2</td>
<td>6</td>
</tr>
<tr>
<td>Start to a new discussion in a forum</td>
<td>3</td>
<td>6</td>
<td>2</td>
<td>6</td>
</tr>
<tr>
<td>Follow activity in a group</td>
<td>8</td>
<td>6</td>
<td>5</td>
<td>5</td>
</tr>
<tr>
<td>Actively participate in a group</td>
<td>9</td>
<td>10</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>Events</td>
<td>8</td>
<td>10</td>
<td>10</td>
<td>8</td>
</tr>
<tr>
<td>View pictures or videos</td>
<td>10</td>
<td>8</td>
<td>8</td>
<td>6</td>
</tr>
<tr>
<td>Post pictures or videos</td>
<td>10</td>
<td>8</td>
<td>1</td>
<td>2</td>
</tr>
<tr>
<td>Search for information and content</td>
<td>10</td>
<td>10</td>
<td>3</td>
<td>10</td>
</tr>
</tbody>
</table>

Table 1: Evaluation of each activity by subjects

From the preliminary user study, it was found that most users find searching on the TuDiabetes.org difficult. Using the Ning SE, even simple query-based search did not return relevant results and did not have any options for filtering or advanced search. Results were presented in random order with images, videos and textual content all being displayed together in a non-hierarchal method. Some users mentioned that results were not always accurate. On average, only half of the result were something that they were looking for. The majority of the subjects mentioned they used alternative search engine such as Google to search for content on TuDiabetes.

The user study allowed us to evaluate feature that were going to be useful for TuDiabetes users. Most people wanted well-structured results that clearly identified the type of content for each result. Users also wanted the ability to separate different types of content using filters and separation of textual and multimedia contents. These suggestions influenced several user interface improvements.

Through web analytics, we discovered that groups and discussion forums were the most important aspects of TuDiabetes, yielding about 42% user traffic, which corroborates with the response from users in the study.

This study allows us to learn that TuDiabetes users are very active and find discussions with other users valuable. Most of the discussion takes place in TuDiabetes group and discussion, and blogs written by users are very popular. While searching for content, users...
like to use general-purpose SE instead of the default search function provided through TuDiabetes.org.

3.3 Implementation

The web-crawler traverses through individual posts, discussion and groups continuously. To keep the traffic congestion low, the crawler retrieves each page in intervals of 20 seconds. Using the consistent structure of the thread, we are able to extract parent-child relation and the details of groups, discussions and posts.

- Each post is stored individually in an indexing database with its own unique id. It also stores its parents id and id of the discussion it belongs to. TuDiabetes has permalink for each individual post, which is also stored along with its content.
- Each discussion is individually stored with a unique id. It also stores the title and content along with the id of group it belongs to and the number of views.
- Groups are individually stored with a unique id, its title and number of members who subscribe to it.

After crawling, the contents from the indexing database are indexed in Apache Solr (http://lucene.apache.org/solr), an enterprise-grade open source search platform built on Apache Lucene. Solr provides familiar SE features, including reliable and precise results, text-normalization, stemming and query suggestions.

When a user enters a query, Solr processes the query and returns a set of documents with scores (Solr score) that reflect how well they match the query. These documents correspond to individual groups, forums, discussions or posts in TuDiabetes.

3.4 Post-Processing

Documents returned through Solr are very useful for finding posts that match the exact words in the query. However, a discussion may very well be relevant even though the opening post of the discussion does not contain the keywords. However, this can be overcome by making use of the thread structure in a post-processing step.

A post that Solr returns (matching exact keyword from query) increases the relevance for its parent post to the query and likewise for its parent discussion and parent group. This is achieved by keeping track of each post and its parent threads.

To determine a score for each parent thread \( p \) of a Solr result \( r \) based on initial Solr score \( r_{child} \), we first assign height to the parent thread based on the discussion tree, a set of parent-child relation for each post, discussion and forum. Then the score for each parent \( p_{parent} \) based on its height is assigned as:

\[
p_{parent} = \sum_{child} (m^{height(parent, child)} \cdot r_{child})
\]

To get a reasonable sample, Solr returns 200 documents that are distributed between groups, discussions and posts ordered by individual scores. Each document is processed using equation (1), where \( m = 0.9 \), including the initial document \( r \). Parent information and their height for \( r \) is stored in a tree table. Uploading the initial Solr results and equating scores based on the tree table, we can re-rank results in SQL. This architecture allows multiple different re-ranking algorithms to be tested side-by-side. The set of new documents are populated with the initial Solr results out of which 50 documents are returned to the user as result ordered by the new score.

4 Experiment

In order to evaluate the performance of our proposed method, we conducted experiments reported in this section.

Our experiment data is collected from the community forum of TuDiabetes.org. All posts until Dec. 5, 2014 is indexed by our web crawler. Each document extracted from the web page is evaluated as a post, discussion or forum based on the page URL. During which the title, content, views, members, URL, posted date and time and the thread relation is also extracted. After which, the document is stored in our indexing database then indexed periodically to Apache Solr. As of Dec. 5, 2014 there 450 groups, 11,791 discussions and 125,451 posts stored on the indexing database.

We conducted the experiment between Dec. 1 and Dec. 5 using four different Search Engine:

1. Proposed Search Engine (based on Threaded-Conversation and Solr result)
2. Google site search (using google query attribute site:TuDiabetes.org)
3. TuDiabetes.org default Search Engine (based on Ning community platform)
4. Apache Solr search engine (based on query keyword)
The proposed Search Engine (1) evaluates the effectiveness of the proposed model. Whereas, using Apache Solr (4) we can evaluate the effectiveness of the query keyword only based result. Since Google site search (2) is the "goto" solution for TuDiabetes users, it is valuable to compare results to the SE. Ning SE (not the official title) (3) is the in-house SE for TuDiabetes.org and the only SE with access to original content database, while all other SE (1, 2 and 4) make use of web crawler to extract documents.

Initially 10 document were selected at random from the indexing database. From each document, we selected four keywords (a, b, c and d). Each keyword is queried in the Search Engine (1, 2, 3 and 4) using query patterns,

(a) a
(b) a b
(c) a AND b
(d) a b c
(e) a AND b AND c
(f) a b c d
(g) a AND b AND c AND d

"AND" is a Boolean supported by most search engines.

For every document, the order of SE is reversed to normalize learning. For every query pattern, time t in seconds, valid mouse-clicks m, pagination pg and result index c is recorded. Paginations are result distributed in dynamic web pages, for which in SE (1 and 4) there were eight results per page, SE (2 and 3) had 10 results per page.

5 Results

In this section, we report the results of our experiment. We begin by comparing basic statistics pertaining each Search Engine and then present our experiments result.

5.1 Time-based Evaluation

This evaluation describes the time (in seconds) it took to find a specific document on different Search Engines. In figure (2), the average time it took a user to find the result in each SE on each query pattern is displayed. We observe that the numbers of query words sharply decreases the time a user takes to find the specific result.

\[
DCG_p = \frac{1}{\log_2(i + 1)}
\]

where, \(i\) is the index in list of results where document is located.

In figure (3), we present the average DCG for each SE based on the experiment conducted on four SEs. We can evaluate that initially with one query word, TuSearch presents the most relevant results first, compared to other SEs. As we increase the number of words in the query, the score for each SE increases with SOLR getting the peak score while using four query words.

We can further observe that our experiment setup favors SOLR based SE, however, in practice, the relevance of document is not just based on the keyword of query but on its context and the information the user is searching for.

Our results show that use of object-level indexing and conversation-structure based re-ranking produces result that a user will find helpful. However, since our experiment favors keyword based search, we further need to evaluate relevance of a result, based on
whether a user is looking for specific document or general information on the topic.

6 Conclusion and future work

In this paper, we have purposed a method of ranking search results and using it to optimize a domain-specific SE. Our evaluation shows us that discussion and comments that takes place in web forums do not always use words directly related to the topic. However, such posts can be useful when a user enters a query in a SE looking for information regarding that topic. Our method uses a web crawler to extract post information using object-level index and information about a post’s relation with other posts, discussion or a group. We also re-rank a keyword based search result using the information obtained from the conversation that takes place in the discussion forum.

Our experiment shows that using this method we can get the information user is looking for higher in the list of results provided to the user. However, users are not always looking for a specific content instead browsing the SEs to find more information regarding a specific topic. This behavior based on individual preference is not evaluate in our experiment. In future, we will be conducting a separate user study to evaluate results based on user looking for general information on the topic rather than a specific document from the site.
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